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**1. Introduction to CPU Simulation**

CPU Sim is a Java application that allows users to design simple computer CPUs at the microcode level and to run machine-language or assembly-language programs on those CPUs through simulation. It can be used to simulate a variety of architectures, including accumulator-based, RISC-like, or stack-based (such as the JVM) architectures. It is a useful tool for instructors who want their students to get hands-on exposure to a variety of architectures and to get a chance to design and implement their own architectures and write programs in machine language and assembly language for their architectures.

The CPU Sim application is a fully-integrated development environment that includes the following features.

• Tools for designing a CPU at the register-transfer level:

• Dialogs for specifying the number and width of registers, register arrays, and RAMs.

• Dialogs for specifying the microinstructions (e.g., bit transfers between registers) that are used to implement the machine instructions

• A dialog for specifying the machine instructions, including:

• the number of bits in each instruction

• the opcode value and the number of bits the opcode occupies

• the number of the operands and the properties of each operand

• the semantics of each instruction (as specified by a sequence of microinstructions)

• A text editor with syntax highlighting for writing assembly language programs

• An assembler for converting assembly programs into machine code for the user's CPU.

• A debugger for stepping forward and backward through the execution of such programs, inspecting and optionally changing the machine state after each step.

CPU SIM is an interactive low-level computer simulation package that runs on the Macintosh computer. Users of the package specify the details of the CPU to be simulated, including the register, i/o channels, main memory, the microinstruction set, machine instructions, and assembly language instructions. User can then create machine or assembly language programs using the built-in text editor and assembler and can run their programs in the simulator. It is possible to step through the execution of a program one machine instruction at a time. Also, users may choose to edit the contents of any component and then continue execution. The main window displays the state of the machine at every step.

**2. SIC - Simplified Instructional Computer**

Simplified Instructional Computer (SIC) is a hypothetical computer that has hardware features which are often found in real machines. There are two versions of this machine:

1. SIC standard Model

2. SIC/XE(extra equipment or expensive)

Object program for SIC can be properly executed on SIX/XE which is known as upward compatability.

SIC Machine Architecture/Components –

1. Memory –

• Memory is byte addressable that is words are addressed by location of their lowest numbered byte.

• There are 2^15 bytes in computer memory (1 byte = 8 bits)

3 consecutive byte = 1 word (24 bits = 1 word)

2. Registers –

There are 5 registers in SIC. Every register has an address associated with it known as register number. Size of each register is 4 bytes. On basis of register size, integer size is dependent.

I. A(Accumulator-0): It is used for mathematical operations.

II. X(Index Register-1): It is used for addressing.

III. L(Linkage Register-2): It stores the return address of instruction in case of subroutines.

IV. PC(Program Counter-8): It holds the address of next instruction to be executed.

V. SW(Status Word-9): It contains the variety of information

Status Word Register:

• mode bit refers to user mode(value=0) or supervising mode(value=1). It occupies 1 bit.[0]

• state bit refers whether process is in running state(value=0) or idle state(value=1). It also occupies 1 bit.[1]

• id bit refers to process id(PID). It occupies 3 bits.[2-5]

• CC bit refers to condition code i.e. It tells whether device is ready or not. It occupies 2 bits.[6-7]

Mask bit refers to interrupt mask. It occupies 4 bits.[8-11]

• X refers to unused bit. It also occupies 4 bits.[12-15]

• ICode refers to interrupt code i.e. Interrupt Service Routine. It occupies the remaining bits.[16-23]

3. Data Format –

• Integers are represented by 24 bit.

• Negative numbers are represented in 2’s complement.

• Characters are represented by 8 bit ASCII value.

• No floating point representation is available.

4. Instruction Format –

All instructions in SIC have 24 bit format.

• If x=0 it means direct addressing mode.

• If x=1 it means indexed addressing mode.

5. Instruction Set –

• Load And Store Instructions: To move or store data from accumulator to memory or vice-versa. For example LDA, STA, LDX, STX etc.

• Comparison Instructions: Used to compare data in memory by contents in accumulator. For example COMP data.

• Arithmetic Instructions: Used to perform operations on accumulator and memory and store result in accumulator. For example ADD, SUB, MUL, DIV etc.

• Conditional Jump: compare the contents of accumulator and memory and performs task based on conditions. For example JLT, JEQ, JGT

• Subroutine Linkage: Instructions related to subroutines. For example JSUB, RSUB

6. Input and Output –

It is performed by transferring 1 byte at a time from or to rightmost 8 bits of accumulator. Each device has 8 bit unique code.

There are 3 I/O instructions:

• Test Device (TD) tests whether device is ready or not. Condition code in Status Word Register is used for this purpose. If cc is < then device is ready otherwise device is busy.

• Read data(RD) reads a byte from device and stores in register A.

• Write data(WD) writes a byte from register A to the device.

**3. To implement Simple Linear Search**

Code:-

#include <iostream>

using namespace std;

int LinearSearch(int arr[], int l, int r, int x)

{

int index = -1;

for(int i=0;i<r;i++)

{

if(arr[i]==x)

return i;

}

return -1;

}

int main(void)

{

int arr[] = { 2, 3, 4, 10, 40 };

int x = 10;

int n = sizeof(arr) / sizeof(arr[0]);

int result = LinearSearch(arr, 0, n - 1, x);

(result == -1) ? cout << "Element is not present in array": cout << "Element is present at index " << result;

return 0;

}

OUTPUT

Element is present at index 3.

**4. To implement Binary Search algorithm.**

Code:-

#include <iostream>

using namespace std;

int binarySearch(int arr[], int l, int r, int x)

{

if (r >= l) {

int mid = l + (r - l) / 2;

if (arr[mid] == x)

return mid;

if (arr[mid] > x)

return binarySearch(arr, l, mid - 1, x);

return binarySearch(arr, mid + 1, r, x);

}

return -1;

}

int main(void)

{

int arr[] = { 2, 3, 4, 10, 40 };

int x = 10;

int n = sizeof(arr) / sizeof(arr[0]);

int result = binarySearch(arr, 0, n - 1, x);

(result == -1) ? cout << "Element is not present in array": cout << "Element is present at index " << result;

return 0;

}

OUTPUT

Element is present at index 3.

**5. To implement Hash Table .**

Code:-

#include <bits/stdc++.h>

using namespace std;

struct value

{

int data;

value \*left=NULL,\*down=NULL;

}\*ds=NULL;

int hash\_func(int x)

{

return x%10;

}

bool check\_collision(int x)

{

value \*lists=ds;

for(;lists;lists=lists->down)

{

if(lists->data==x)

{

return true;

break;

}

}

return false;

}

void inserts(int val,int hash\_val)

{

value\* lists=ds;

//input a value node

value\* node=new value();

node->data=hash\_val;

if(lists==NULL)

{

node->down=lists;

lists=node;

}

else

{

//adjusting links;

while(lists->data<hash\_val&&lists->down!=NULL)

lists=lists->down;

//insert

node->down=lists->down;

lists->down=node;

}

//Inserting the number into the chain

value\* num=new value();

num->data=val;

if(node->left==NULL)

{

node->left=num;

// num->left=node;

}

else

{

num->left=node->left;

node->left=num;

}

// return lists;

}

int searchs(int val,int hashs)

{

value\* lists=ds;

if(lists==NULL)

{

return -1;

}

else

{

//adjusting links;

while(lists->data<hashs&&lists->down!=NULL)

lists=lists->down;

if(lists==NULL||lists->data!=hashs)

return -1;

else

{

value\* links=lists->left;

while(links->data!=val&&links->left!=NULL)

{

links=links->left;

}

if(links==NULL)

return -1;

else

return 1;

}

}

}

main()

{

int c,input,hashs,status;

bool collision;

while(1)

{

collision=false;

cout<<"\nEnter your choice : \n1. Insert\n2. Searching\n3. Exit\n";

cin>>c;

switch(c)

{

case 1 : cout<<"Enter the value ";

cin>>input;

hashs=hash\_func(input);

collision=check\_collision(hashs);

if(collision==false)

{

inserts(input,hashs);

}

else

{

cout<<"\nCollision !!!";

}

break;

case 2 : cout<<"Enter the value that you want to search : ";

cin>>input;

hashs=hash\_func(input);

status=searchs(input,hashs);

if(status==-1)

{

cout<<"Value not present !!!";

}

else

{

cout<<"Value is present ";

}

break;

case 3 : exit(1);

default: cout<<"Invalid Input";

}

}

}

Output:-

Enter the no. to be searched:-10000

Value is not present!!!

**6. To implement Linked List.**

Code:-

#include <iostream>

#include <stdio.h>

#include <stdlib.h>

using namespace std;

struct node

{

int info;

struct node \*link;

}\*start=NULL;

int main()

{

void insertbeg();

void insertpos();

void insertend();

void searchele();

void deleteele();

void display();

int kmn,choice;

while(1)

{

cout<<"\nEnter your choice\n1.Insert a node at the beginning\n2.Insert a node at a position\n3.Insert a node at the end\n4.Search a node\n5.Delete a node\n6.Display\n7.Exit\n\n";

cin>>choice;

switch(choice)

{

case 1 : insertbeg();break;

case 2 : insertpos();break;

case 3 : insertend();break;

case 4 : searchele();break;

case 5 : deleteele();break;

case 6 : display();break;

case 7 : exit(1);

default : cout<<"\nWrong choice entered by u !!!\n";break;

}

}

return 0;

}

void insertbeg()

{

struct node \*tmp,\*p;

int data;

//tmp=(struct node \*)malloc(sizeof(struct node));

tmp=new node;

if(tmp==NULL)

{

cout<<"\nNo space available";

exit(1);

}

cout<<"\nEnter the data element\t";

cin>>data;

tmp->info=data;

tmp->link=NULL;

if(start==NULL)

{

tmp->link=start;

start=tmp;

}

else

{

p=start;

start=tmp;

tmp->link=p;

}

}

void insertpos()

{

int pos,data,coun=1;

struct node \*p=start;

cout<<"\nEnter the data element you want to enter\t";

cin>>data;

cout<<"\nEnter the data element position\t";

cin>>pos;

while(p!=NULL)

{

if(coun==pos)

{break;}

coun++;

}

}

void insertend()

{

node \*tmp=new node;

cout<<"\nEnter the data element : ";

cin>>tmp->info;

node \*p=start;

while(p->link!=NULL)

p=p->link;

tmp->link=NULL;

p->link=tmp;

}

void searchele()

{

struct node \*ptr;

int coun=1,data;

cout<<"\nEnter the data element you want to search\t";

cin>>data;

ptr=start;

while(ptr!=NULL)

{

if(ptr->info==data)

{ break;}

ptr=ptr->link;

coun++;

}

cout<<"\nData element found at location "<<coun;

}

void deleteele()

{

int d;

cout<<"\nEnter the element that you want to delete : ";

cin>>d;

node \*p=start,\*q;

if(start->info==d)

{

q=start;

start=start->link;

free(q);

}

else

{

while(!p)

{

if(d==p->info)

{

q->link=q->link->link;

free(p);

break;

}

q=p;

p=p->link;

}

}

}

void display()

{

struct node \*ptr;

ptr=start;

cout<<"\nLinked List : ";

while(ptr!=NULL)

{

cout<<"\t"<<ptr->info<<"\t";

ptr=ptr->link;

}

}

OUTPUT

![](data:image/png;base64,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)

7**. Implement Pass 1& Pass2 of Assembler**

Code:-

#include <bits/stdc++.h>

using namespace std;

#define MAX 100

//Symbol Table

set <string> symbol;

int sym\_tab\_add[MAX]={0};

int stptr=0;

//Literal Table

int lit\_tab[MAX][2]={0};

int litptr=0;

//string pooltable[MAX][2]={0};

int pt=0;

int loc\_counter[MAX]={0};

int lc=0;

int AREG=0,BREG=0,CREG=0;

void Pass1(string str)

{

int i=0,j;

string str2="";

while(i<str.length())

{

string tmp="";

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

tmp=tmp+str[j];

else

break;

}

//cout<<tmp<<" ";

i=i+(j-i+1);

//Pass-1 Interpretation

//START

if(tmp.compare("START")==0)

{

//reading the next term

int q=0;

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

q=q\*10+(str[j]-48);

else

break;

}

loc\_counter[lc++]=q;

//Output

cout<<"\n( AD, 01 ) , ( C, "<<q<<" )";

}

//END

if(tmp.compare("END")==0)

{

cout<<"\n( AD, 02 ) ";

return;

}

//READ

if(tmp.compare("READ")==0)

{

cout<<"\n( IS, 01 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the next term

string tmp="";

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

tmp=tmp+str[j];

else

break;

}

//Put it into the symbol table

if(tmp.compare("AREG")!=0&&tmp.compare("BREG")!=0&&tmp.compare("CREG")!=0&&symbol.find(tmp)==symbol.end())

{

//symbol table entry

symbol.insert(tmp);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

//MOVER

if(tmp.compare("MOVER")==0)

{

cout<<"\n( IS, 02 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the first term

string tmp1="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp1=tmp1+str[j];

else

break;

}

i=i+(j-i+1);

//reading the second term

string tmp2="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp2=tmp2+str[j];

else

break;

}

if(tmp1.compare("AREG")!=0&&tmp1.compare("BREG")!=0&&tmp1.compare("CREG")!=0&&symbol.find(tmp1)==symbol.end())

{

//symbol table entry

symbol.insert(tmp1);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp1.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp1.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp1.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

if(tmp2.compare("AREG")!=0&&tmp2.compare("BREG")!=0&&tmp2.compare("CREG")!=0&&symbol.find(tmp2)==symbol.end())

{

//symbol table entry

symbol.insert(tmp2);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp2.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp2.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp2.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

//MOVEM

if(tmp.compare("MOVEM")==0)

{

cout<<"\n( IS, 03 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the first term

string tmp1="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp1=tmp1+str[j];

else

break;

}

i=i+(j-i+1);

//reading the second term

string tmp2="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp2=tmp2+str[j];

else

break;

}

if(tmp1.compare("AREG")!=0&&tmp1.compare("BREG")!=0&&tmp1.compare("CREG")!=0&&symbol.find(tmp1)==symbol.end())

{

//symbol table entry

symbol.insert(tmp1);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp1.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp1.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp1.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

if(tmp2.compare("AREG")!=0&&tmp2.compare("BREG")!=0&&tmp2.compare("CREG")!=0&&symbol.find(tmp2)==symbol.end())

{

//symbol table entry

symbol.insert(tmp2);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp2.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp2.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp2.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

//ADD

if(tmp.compare("ADD")==0)

{

cout<<"\n( IS, 04 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the first term

string tmp1="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp1=tmp1+str[j];

else

break;

}

i=i+(j-i+1);

//reading the second term

string tmp2="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp2=tmp2+str[j];

else

break;

}

if(tmp1.compare("AREG")!=0&&tmp1.compare("BREG")!=0&&tmp1.compare("CREG")!=0&&symbol.find(tmp1)==symbol.end())

{

//symbol table entry

symbol.insert(tmp1);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp1.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp1.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp1.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

if(tmp2.compare("AREG")!=0&&tmp2.compare("BREG")!=0&&tmp2.compare("CREG")!=0&&symbol.find(tmp2)==symbol.end())

{

//symbol table entry

symbol.insert(tmp2);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp2.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp2.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp2.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

//MULT

if(tmp.compare("MULT")==0)

{

cout<<"\n( IS, 05 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the first term

string tmp1="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp1=tmp1+str[j];

else

break;

}

i=i+(j-i+1);

//reading the second term

string tmp2="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp2=tmp2+str[j];

else

break;

}

if(tmp1.compare("AREG")!=0&&tmp1.compare("BREG")!=0&&tmp1.compare("CREG")!=0&&symbol.find(tmp1)==symbol.end())

{

//symbol table entry

symbol.insert(tmp1);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp1.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp1.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp1.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

if(tmp2.compare("AREG")!=0&&tmp2.compare("BREG")!=0&&tmp2.compare("CREG")!=0&&symbol.find(tmp2)==symbol.end())

{

//symbol table entry

symbol.insert(tmp2);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp2.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp2.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp2.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

//COMP

if(tmp.compare("COMP")==0)

{

cout<<"\n( IS, 06 ) , ";

loc\_counter[lc]=loc\_counter[lc-1]+1;

lc++;

//reading the first term

string tmp1="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp1=tmp1+str[j];

else

break;

}

i=i+(j-i+1);

//reading the second term

string tmp2="";

for(j=i;j<str.length();j++)

{

if(str[j]!=',')

tmp2=tmp2+str[j];

else

break;

}

if(tmp1.compare("AREG")!=0&&tmp1.compare("BREG")!=0&&tmp1.compare("CREG")!=0&&symbol.find(tmp1)==symbol.end())

{

//symbol table entry

symbol.insert(tmp1);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp1.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp1.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp1.compare("CREG")==0)

{

cout<<"( R,3 ) , ";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

if(tmp2.compare("AREG")!=0&&tmp2.compare("BREG")!=0&&tmp2.compare("CREG")!=0&&symbol.find(tmp2)==symbol.end())

{

//symbol table entry

symbol.insert(tmp2);

sym\_tab\_add[stptr]=loc\_counter[lc-1];

cout<<"( ST, "<<stptr<<" ) , ";

stptr++;

}

else

{

if(tmp2.compare("AREG")==0)

{

cout<<"( R,1 ) , ";

}

else if(tmp2.compare("BREG")==0)

{

cout<<"( R,2 ) , ";

}

else if(tmp2.compare("CREG")==0)

{

cout<<"( R,3 )";

}

else

cout<<"( ST, "<<stptr-1<<" ) , ";

}

}

str2=tmp; //It is used to store the just next value of current word in a string

//Useful in case of DS or DC statements

//For Declarative Statements

if(tmp.compare("DS")==0)

{

cout<<"\n( ST, "<<stptr<<" ) , ";

cout<<"( DS, 01 ) , ";

//reading the next term

string tmp1="";

for(j=i;j<str.length();j++)

tmp1=tmp1+str[j];

//Put the value into the literal table

//Converting the string to int value

stringstream strs(tmp1);

int x=0;

strs >> x;

lit\_tab[litptr][0]=x;

lit\_tab[litptr][1]=loc\_counter[lc-1];

cout<<"( LT, "<<lc-1<<" )";

litptr++;

/\*

//Now the symbol will have the same loc add at the time of its initialisation

set <string> :: iterator it;

int pos=0;

for(it=symbol.begin();it!=symbol.end();it++)

{

if(str2.compare(\*it)==0)

break;

pos++;

}

if(pos!=stptr-1||stptr-1==0 )//means it not the new entry

{

sym\_tab\_add[pos]=loc\_counter[lc-1];

}

\*/

}

}

}

int main()

{

//OPCODES

string op\_name[7] = {"START","READ","MOVER","MOVEM","ADD","DS","END"};

string op\_class[7] = {"AD","IS","IS","IS","IS","DL","AD"};

string str[]={"START 101",

"READ N",

"MOVER BREG,N",

"MOVEM CREG,N",

"ADD CREG,BREG",

"MULT CREG,N",

"COMP CREG,N",

"N DS 1",

"END"};

cout<<"------- Intermediate Code -------\n";

for(int i=0;i<9;i++)

{

string s=str[i];

Pass1(s);

}

cout<<endl;

cout<<"\n------- Location counter -------\n";

for(int i=0;i<lc;i++)

cout<<loc\_counter[i]<<"\n";

cout<<"\n------- Symbol Table -------\n";

set <string> ::iterator it;

int i=0;

for( it=symbol.begin();it!=symbol.end();it++)

cout<<\*it<<" : "<<sym\_tab\_add[i++];

cout<<"\n------- Literal Table -------\n";

for(int i=0;i<litptr;i++)

cout<<lit\_tab[i][0]<<" : "<<lit\_tab[i][1]<<"\n";

cout<<"\n------- Opcode Table -------\n";

for(int i=0;i<7;i++)

cout<<op\_name[i]<<" : "<<op\_class[i]<<"\n";

return 0;

}

Output:-
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**8. To implement program for macro expansion.**

Code:-

#include <bits/stdc++.h>

using namespace std;

#define MAX 50

struct macros

{

string name="";

string def="";

string par="";

string val="";

}m[MAX];

int ctr=0;

void Pass1(string str)

{

int i=0,j;

while(i<str.length())

{

string tmp="";

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

tmp=tmp+str[j];

else

break;

}

cout<<tmp<<" ";

i=i+(j-i+1);

//Pass-1 Interpretation

//Check whether a macro

if(tmp.compare("#define")==0)

{

string tmp="";

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

tmp=tmp+str[j];

else

break;

}

m[ctr].name=tmp;

i=i+(j-i+1);

tmp="";

for(j=i;j<str.length();j++)

{

if(str[j]!=' ')

tmp=tmp+str[j];

else

break;

}

m[ctr].val=tmp;

ctr++;

}

}

}

void Pass2(string str)

{

int pos=str.find("MAX");

if(pos>=0)

{

int l=(m[1].val).length();

str.replace(pos,pos+2,m[1].val);

//pos=str.find("MAX");

//cout<<"\nPresent\n";

}

pos=str.find("END");

if(pos>=0)

{

int l=(m[2].val).length();

str.replace(pos,pos+2,m[2].val);

//pos=str.find("MAX");

//cout<<"\nPresent\n";

}

pos=str.find("AREA(l1, l2)");

if(pos>=0)

{

int l=(m[0].val).length();

str.replace(pos,pos+11,m[0].val);

//pos=str.find("MAX");

//cout<<"\nPresent\n";

}

cout<<str;

return;

}

int main()

{

string str[]={"#define AREA(b) (b\*b)",

"#define MAX 5",

"#define END 200",

"#define TIME 0530",

"int main()",

"{",

"int l1 = 10, l2 = MAX;",

"area = AREA(l1, l2);",

"std:: cout << Area of rectangle is: << area \* MAX ;",

"return END ;",

"}"

};

cout<<"------- Pass1 -------\n";

for(int i=0;i<11;i++)

{

string s=str[i];

Pass1(s);

cout<<endl;

}

cout<<"\nAfter Pass - 1\n";

cout<<"\nMacro Names\n";

for(int i=0;i<ctr;i++)

{

cout<<m[i].name<<" : "<<m[i].val<<"\n";

}

cout<<"\nModified Code After Pass 2\n";

for(int i=4;i<11;i++)

{

string s=str[i];

Pass2(s);

cout<<endl;

}

return 0;

}

Output:-
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**9. To implement Top Down Parser.**

Code:-

#include<iostream>

#include<conio.h>

#include<string.h>

#include<stdlib.h>

using namespace std;

int main()

{

int table[5][4] = { {0,-1,-1,-1},

{-1,1,-1,2},

{3,-1,-1,-1},

{-1,2,4,2},

{5,-1,-1,-1} };

char tab[6][5] = { "TF\0","+TF\0","\0","VU\0","\*VU\0","I\0" };

char symbol,left[20],right[20],tok[4],csf[30] = "E",input[50],in[50];

int flag = 1,len1,ssm=0,row,col,loc = 0;

char brk(char\* , int &);

void leftright(char \*,char left[20],char right[20],int ssm );

//clrscr();

cout<<"enter ur expression :";

cin.getline(input,50);

len1 = strlen(input);

if (input[len1-1] != ';')

{

cout<<"please terminate the expression with a ';' ";

exit(0);

}

strcpy(input,strupr(input));

int j = 0;

for(int i = 0;i< len1 - 2; i++)

{

if (input[i] != ' ')

in[j++] = input[i];

}

in[j] = '\0';

cout<<csf<<endl;

symbol = brk(input,loc);

while (flag)

{

if (csf[ssm] == 'E') row = 0;

else if (csf[ssm] == 'F') row = 1;

else if (csf[ssm] == 'T') row = 2;

else if (csf[ssm] == 'U') row = 3;

else if (csf[ssm] == 'V') row = 4;

else row = -1;

if (symbol=='I') col = 0;

else if (symbol== '+') col = 1;

else if (symbol== '\*') col = 2;

else if (symbol == ';') col = 3;

else col = -1;

if (row == -1 || col == -1 || table[row][col] == -1)

{

cout<<endl<<input<<endl;

for(int i=0;i<2\*ssm;i++)

cout<<" ";

cout<<"^"<<endl;

cout<<"error in the expression "<<endl;

cout<<"symbol "<<symbol<<" is not valid in expression ";

exit(0);

}

strcpy(tok, tab[table[row][col]]);

leftright(csf,left,right,ssm);

strcat(left,tok);

strcat(left,right);

strcpy(csf,left);

if (symbol == tok[0])

{

ssm++;

symbol = brk(input,loc);

}

cout<<csf<<endl;

if (!strcmp(in,csf))

flag = 0;

}

cout<<"The Expression is valid";

}

char brk(char \*input, int &loc)

{

char symbol;

if (input[loc] == ' ')

loc++;

symbol = input[loc++];

return symbol;

}

void leftright(char \*csf,char left[20],char right[20],int ssm)

{

int i,len,j=0;

strcpy(left,"\0");

strcpy(right,"\0");

len = strlen(csf);

for(i = 0 ; i < ssm ; i++)

{

left[i] = csf[i];

}

left[i]='\0';

for(i = ssm + 1 ;i<=len;i++)

{

right[j++] = csf[i];

}

right[j] = '\0';

}

Output:-

![](data:image/png;base64,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)

**10. To implement Bottom Up Parser.**

Code:-

#include<conio.h>

#include<iostream>

#include<string.h>

using namespace std;

struct grammer{

char p[20];

char prod[20];

}g[10];

int main()

{

int i,stpos,j,k,l,m,o,p,f,r;

int np,tspos,cr;

cout<<"\nEnter Number of productions:";

cin>>np;

char sc,ts[10];

cout<<"\nEnter productions:\n";

for(i=0;i<np;i++)

{

cin>>ts;

strncpy(g[i].p,ts,1);

strcpy(g[i].prod,&ts[3]);

}

char ip[10];

cout<<"\nEnter Input:";

cin>>ip;

int lip=strlen(ip);

char stack[10];

stpos=0;

i=0;

//moving input

sc=ip[i];

stack[stpos]=sc;

i++;stpos++;

cout<<"\n\nStack\tInput\tAction";

do

{

r=1;

while(r!=0)

{

cout<<"\n";

for(p=0;p<stpos;p++)

{

cout<<stack[p];

}

cout<<"\t";

for(p=i;p<lip;p++)

{

cout<<ip[p];

}

if(r==2)

{

cout<<"\tReduced";

}

else

{

cout<<"\tShifted";

}

r=0;

//try reducing

getch();

for(k=0;k<stpos;k++)

{

f=0;

for(l=0;l<10;l++)

{

ts[l]='\0';

}

tspos=0;

for(l=k;l<stpos;l++) //removing first caharcter

{

ts[tspos]=stack[l];

tspos++;

}

//now compare each possibility with production

for(m=0;m<np;m++)

{

cr = strcmp(ts,g[m].prod);

//if cr is zero then match is found

if(cr==0)

{

for(l=k;l<10;l++) //removing matched part from stack

{

stack[l]='\0';

stpos--;

}

stpos=k;

//concatinate the string

strcat(stack,g[m].p);

stpos++;

r=2;

}

}

}

}

//moving input

sc=ip[i];

stack[stpos]=sc;

i++;stpos++;

}while(strlen(stack)!=1 && stpos!=lip);

if(strlen(stack)==1)

{

cout<<"\n String Accepted";

}

getch();

}

Output:
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**11.To implement Program for Heapsort.**

Code:-

// C++ program for implementation of Heap Sort

#include <iostream>

using namespace std;

// To heapify a subtree rooted with node i which is

// an index in arr[]. n is size of heap

void heapify(int arr[], int n, int i)

{

int largest = i; // Initialize largest as root

int l = 2\*i + 1; // left = 2\*i + 1

int r = 2\*i + 2; // right = 2\*i + 2

// If left child is larger than root

if (l < n && arr[l] > arr[largest])

largest = l;

// If right child is larger than largest so far

if (r < n && arr[r] > arr[largest])

largest = r;

// If largest is not root

if (largest != i)

{

swap(arr[i], arr[largest]);

// Recursively heapify the affected sub-tree

heapify(arr, n, largest);

}

}

// main function to do heap sort

void heapSort(int arr[], int n)

{

// Build heap (rearrange array)

for (int i = n / 2 - 1; i >= 0; i--)

heapify(arr, n, i);

// One by one extract an element from heap

for (int i=n-1; i>=0; i--)

{

// Move current root to end

swap(arr[0], arr[i]);

// call max heapify on the reduced heap

heapify(arr, i, 0);

}

}

/\* A utility function to print array of size n \*/

void printArray(int arr[], int n)

{

for (int i=0; i<n; ++i)

cout << arr[i] << " ";

cout << "\n";

}

// Driver program

int main()

{

int arr[] = {12, 11, 13, 5, 6, 7}

int n = sizeof(arr)/sizeof(arr[0]);

heapSort(arr, n);

cout << "Sorted array is \n";

printArray(arr, n);

}

Output:-
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**12. To implement Program for Linker.**

Code:-

#include <bits/stdc++.h>

using namespace std;

void iostream\_header()

{

//printf and scanf

cout<<"int printf( const char\* format, ... );"<<endl;

cout<<"int scanf ( const char \* format, ... );"<<endl;

}

void headers(string s[],int n)

{

for(int i=0;i<13;i++)

{

string a=s[i],b="";

if(i==0)

{

if(a[0]=='#')

{

for(int j=11;a[j]!='>';j++)

b=b+a[i];

}

cout<<b<<"\n";

if(b.compare("iostream")==0)

{

iostream\_header();

}

}

}

}

main()

{

string program[]={"#include <iostream>",

"using namespace std;",

"",

"main()",

"{",

"int a,b,c;",

"cout<<Hello World;",

"",

"c=a+b;",

"cout<<c;",

"",

"return 0;",

"}"};

cout<<"Program before linking : \n";

for(int i=0;i<13;i++)

{

cout<<program[i]<<endl;

}

cout<<"\n-------------------------------------\n";

cout<<"\nProgram after linking : \n";

iostream\_header();

for(int i=1;i<13;i++)

{

cout<<program[i]<<endl;

}

}

Output:-
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